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In den letzten beiden Artikeln dieser Kolumne (/ KRE1 / und / KRE2 /) haben wir uns mit der Methode equals() befasst. In dieser Ausgabe wollen wir und ansehen, wie und warum man die Methode hashCode() implementieren muss.  equals() und hashCode() hängen eng zusammen und müssen konsistent zueinander implementiert werden.  Immer dann, wenn man  equals() implementiert hat, muss man auch hashCode() implementieren. Worin besteht der Zusammenhang? Was genau ist die Konsistenzanforderung?  Wie implementiert man hashCode()?

# Hash-basierte Container in Java

Die Methode hashCode() berechnet zu dem Objekt, auf dem sie gerufen wird, einen Hash-Code. Der Hash-Code ist ein integraler Wert, der verwendet wird, um Objekte in einem hash-basierten Container abzulegen oder sie in einem solchen Container zu finden.  Die hash-basierten Container in Java sind java.util.Hashtable, java.util.HashMap, java.util.HashSet und deren Subklassen.

Hash-basierte Container gehören zu den Standard-Datenstrukturen in der Informatik und sind in der entsprechenden Standardliteratur über Datenstrukturen und Algorithmen beschrieben (siehe zum Beispiel / KNU / oder / SED /).  Hier ein kurzer Abriss über die wesentlichen Elemente; siehe auch Abbildung 1, welche den logischen Aufbau eines hash-basierten Containers zeigt.   
![http://www.angelikalanger.com/Articles/EffectiveJava/03.HashCode/image001.gif](data:image/gif;base64,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)  
*Abbildung 1: logischer Aufbau eines hash-basierten Containers*

Ein hash-basierter Container ist so organisiert, dass er verschiedene Sektionen anlegt (sogenannte "buckets"), in denen die zu speichernden Objekte sequentiell abgelegt werden. Bei den hash-basierten Containern in Java ist zu beachten, dass genau genommen nicht die Objekte, sondern lediglich Referenzen auf die Objekte gespeichert werden. Einen Bucket kann man sich daher als Array oder Liste von Object-Referenzen vorstellen. Der Zugriff auf die verschiedenen Buckets erfolgt über einen integralen Index und ist damit hochperformant; er erfolgt in konstanter Zeit, d.h. der Zugriff auf den Bucket dauert immer gleich lang unabhängig von der Zahl der Elemente im Container.  Innerhalb eines Buckets ist der Zugriff auf die Elemente allerdings langsam, weil er nämlich sequentiell erfolgt. Die Abhängigkeit ist hier linear, d.h. es dauert umso länger, je größer der Bucket ist.  Deshalb ist ein hash-basierter Container mit vielen kleinen Buckets günstiger als einer mit wenigen großen Buckets.

Der integrale Index, der für das Auffinden des Buckets verwendet wird, bestimmt sich über den Hash-Code, den die Methode hashCode() berechnet. Das bedeutet, dass alle Objekte mit demselben Hash-Code im selben Bucket abgelegt sind. Schauen wir uns das noch einmal im Detail an.  Betrachten wir als Beispiel das Einfügen eines Objekts in einen HashSet; das geht über die Methode add(Object o). Da  wird zunächst der Hash-Code des Objekts o berechnet. Nehmen wir mal an, o.hashCode() liefert den Hash-Code 4711. Damit ist der Bucket identifiziert, in den das Objekt gehört.  Dann wird im Bucket Nr. 4711 nachgesehen, ob es das Objekt o dort schon gibt; das ist nötig, weil im HashSet keine Duplikate erlaubt sind. Wie das Vorhandensein eines Objekts im Bucket festgestellt wird, sehen wir uns gleich noch genauer an. Wenn das Objekt im Bucket noch nicht vorhanden ist, dann wird eine Referenz auf das Objekt o im Bucket Nr. 4711 am Ende hinzugefügt.  Andernfalls, wird ein Fehler gemeldet, indem der Returnwert false zurück gegeben wird.

Das Auffinden des möglichen Duplikats erfolgt wie gesagt sequentiell; es werden alle Objekte im Bucket nacheinander überprüft. Wie oben schon erwähnt, liegen in einem Bucket alle Objekte, deren Hash-Code gleich ist.  Das heißt aber nicht, dass deshalb alle Objekte im Bucket gleich sind.  Es könnte beispielsweise sein, dass 2 Objekte a und b voneinander verschieden sind, aber die hashCode()-Methode berechnet denselben Hash-Code für die beiden Objekte a und b.  Dann landen zwar beide Objekte im gleichen Bucket, sind aber deshalb nicht gleich.  Mit Gleichheit ist hier im übrigen die Gleichheit im Sinne von equals()  gemeint. In der Tat ruft die Methode add(Object o) auf jedem Element im Bucket die Methode equals() auf.  Die übrigen Operationen auf einem hash-basierten funktionieren ganz analog.  Es wird immer diese zweistufige Kombination von hashCode() und equals() verwendet, um auf Elemente im Container zuzugreifen.

Aus dieser Implementierung der hash-basierten Container in Java ergibt sich eine enge Beziehung zwischen den beiden Methoden equals() und hashCode().  Die beiden Methoden müssen zueinander konsistent sein.  Wenn diese Konsistenz nicht gegeben ist, dann passieren seltsame Dinge, die man in erster Näherung mit "Der Hash-Container funktioniert nicht." beschreiben könnte. Details sehen wir uns später noch an.

Aus der geschilderten Organisation der hash-basierten Container ergeben sich zwei grundsätzliche Anforderung an den Algorithmus zur Hash-Code-Berechnung.

* Performanz der Hash-Code-Berechnung. Die Berechnung des Hash-Codes sollte schnell gehen.  Sinn und Zweck der Hash-Code-Berechnung ist der performante index-basierte Zugriff auf den Bucket, in dem das gesuchte Objekt liegt.  Wenn die Hash-Code-Berechnung aufwendig ist und lange dauert, dann ist der "schnelle" Zugriff nicht mehr schnell und alle Operationen auf dem hash-basierten Container werden schlechte Zugriffszeiten aufweisen.
* Verteilung der berechneten Hash-Codes. Die Suche innerhalb eines Buckets erfolgt sequentiell und dauert damit umso länger je größer der Bucket ist.  Dieser langsame sequentielle Zugriff wirkt sich negativ auf die Performance aller Operationen auf dem hash-basierten Container aus. Um diesen negativen Effekt zu vermeiden, muss man die Buckets so klein wir möglich halten. Die Hash-Code-Berechnung sollte deshalb so sein, dass möglichst wenige Objekte im selben Bucket abgelegt werden. Idealerweise könnte für jedes Objekt ein anderer Hash-Code berechnet werden; dann gibt es sehr viele winzige Buckets mit jeweils genau einem Element. Die schlechteste Performance ergibt sich, wenn für alle Objekte der gleiche Hash-Code berechnet wird; dann gibt es nur einen riesigen Bucket, in dem alle Elemente enthalten sind.

Ein guter Hash-Code-Algorithmus muss also versuchen, eine möglichst gute Verteilung der Hash-Codes mit möglichst geringem Aufwand zu erreichen.  Neben diesen grundsätzlichen Anforderungen an eine Implementierung der hashCode()-Methode muss noch auf die schon erwähnte Konsistenz zur equals()-Methode geachtet werden. Was das bedeutet, sehen wir uns im Folgenden an.

# Der sogenannte hashCode-Contract

Was genau ist die Anforderung an eine Implementierung von hashCode(), die konsistent zu equals() ist? Die Anforderungen an hashCode() sind im sogenannten hashCode-Contract beschrieben.  Den findet man in der JavaDoc der Java 2 Standard Edition (J2SE) unter dem Eintrag Object.hashCode.  Hier ist der Originaltext:

public int hashCode()

Returns a hash code value for the object. This method is supported for the benefit of hashtables such as those provided by java.util.Hashtable.

The general contract of hashCode is:

* + Whenever it is invoked on the same object more than once during an execution of a Java application, the hashCode method must consistently return the same integer, provided no information used in equals comparisons on the object is modified. This integer need not remain consistent from one execution of an application to another execution of the same application.
  + If two objects are equal according to the equals(Object) method, then calling the hashCode method on each of the two objects must produce the same integer result.
  + It is not required that if two objects are unequal according to the equals(java.lang.Object) method, then calling the hashCode method on each of the two objects must produce distinct integer results. However, the programmer should be aware that producing distinct integer results for unequal objects may improve the performance of hashtables.

Das bedeutet das Folgende:

* Es ist egal, wie oft man hashCode() aufruft; es kommt immer der gleiche Wert heraus, es sei denn, der Inhalt des Objekts hat sich geändert. Das gilt aber nur für einen Programmlauf; beim nächsten Ablauf des Programms darf hashCode() einen anderen Wert produzieren.
* Wenn zwei Objekte gleich sind, dann müssen sie den gleichen Hash-Code haben.
* Wenn zwei Objekte verschieden sind, dann müssen sie deshalb keine unterschiedlichen Hash-Codes haben.  Es wäre aber besser für die Performance, wenn die Hash-Codes von ungleichen Objekten verschieden wären.

Hier sieht man deutlich die enge Beziehung zwischen equals() und hashCode():

* Die "Gleichheit zweier Objekte" im hashCode-Contract ist die Gleichheit, die durch equals() definiert ist. Das heißt, aus x.equals(y) muss sich (x.hashCode() == y.hashCode()) ergeben.
* Mit "Inhalt des Objekts" ist im hashCode -Contract der Inhalt des Objekts gemeint, der für den Vergleich mittels equals() relevant ist.  Was nicht zum Ergebnis von equals() beiträgt, kann auch für hashCode()ignoriert werden.

Daraus ergibt sich, dass man für eine Klasse hashCode() immer dann implementieren muss, wenn man auch equals() implementiert.  Vieles von dem, was wir in den letzten beiden Artikeln für equals() besprochen haben, gilt ganz analog auch für hashCode().

# Probleme mit inkorrekten Implementierungen von hashCode()

Bevor wir uns in die Details einer Implementierung von hashCode() vertiefen, widmen wir uns zunächst erst einmal der Frage: was passiert eigentlich, wenn man hashCode() nicht implementiert, oder falsch implementiert?

Ebenso wie die equals()-Methode ist auch die hashCode()-Methode bereits in der Superklasse aller Klassen, nämlich Object, definiert. Wenn man hashCode() nicht implementiert, dann erbt die Klasse die Default-Implementierung aus der Superklasse Object. Das hat zur Folge, dass man für alle Java-Objekte einen Hash-Code berechnen kann. Das heißt aber auch, dass man sich für jede Klasse überlegen muss, ob die Implementierung von hashCode() für diese Klasse korrekt ist.  Was tut die geerbte Default-Implementierung denn eigentlich?

Was Object.hashCode() macht, ist nicht so genau definiert. Die JavaDoc-Beschreibung sagt dazu:

*As much as is reasonably practical, the hashCode method defined by class Object does return distinct integers for distinct objects. (This is typically implemented by converting the internal address of the object into an integer, but this implementation technique is not required by the JavaTM programming language.)*

Das heißt, typischerweise basiert die Default-Hash-Code-Berechnung auf der Adresse des Objekts. Das macht Sinn, weil es die Anforderungen des hashCode-Contracts erfüllt, solange auch die Default-Implementerung von equals() nicht überschrieben  wird.  Zur Erinnerung: die Default-Implementierung von equals() in der Klasse Object vergleicht die Adressen der beiden Objekte.  Die oben spezifizierte Implementierung von hashCode() ist dazu konsistent: es geht in beide Methoden lediglich die Adresse des Objekts ein.  Damit ist gewährleistet, dass gleiche Objekte (d.h. solche mit gleicher Adresse) gleiche Hash-Codes haben (nämlich solche, die sich aus der Adresse berechnen lassen).  Sobald man sich entschließt, für eine Klasse die equals() -Methode zu überschreiben, dann muss man auch die hashCode()-Methode überschreiben, weil sonst mit größter Wahrscheinlichkeit der hashCode-Contract verletzt ist.  Welche Auswirkungen haben solche Verletzungen des hashCode-Contracts?

Betrachten wir das Beispiel einer Klasse PhoneNumber, die zwar equals() überschreibt, aber hashCode() nicht. Die equals()-Methode wird dann den Inhalt der PhoneNumber-Objekte vergleichen, also beispielsweise Vorwahl und Anschlussnummer. Die geerbte hashCode()-Methode berechnet aber den Hash-Code aus der Adresse des Objekts.  Dann passiert das Folgende, wenn man beispielsweise die Telefonnummer als Schlüssel in einer HashMap verwenden will: man kann zwar Key-Value-Paare in die HashMap eintragen, also beispielsweise den Namen zu einer bestimmten Telefonnummer, aber man wird sie u.U. nie mehr wiederfinden.

Map createPhoneDirectory()   
{   
  Map m = new HashMap();   
  ...   
  m.put(new PhoneNumber(501,4375493), new String(“Bodo Ballermann”));   
  ...   
  return m;   
}

void someSomething()   
{   
  ...   
  // find phone directory entry   
  m.get(new PhoneNumber(501,4375493));  // returns false !!!   
  ...   
}

In diesem Beispiel wird als Schlüssel für das Eintragen und das Finden die gleiche Telefonnummer benutzt, nämlich (501) 437 5493. Der betreffende Eintrag zu dieser Nummer wird aber nicht gefunden, obwohl er in der HashMap vorhanden ist. Das liegt daran, dass "gleiche" PhoneNumber-Objekte nicht die gleichen Hash-Codes haben. In obigem Beispiel haben wir zwei PhoneNumber-Objekte mit gleichem Inhalt, aber mit unterschiedlichen Adressen verwendet. Die Methode HashMap.put() legt daher den Eintrag in einem Bucket ab, dessen Identifikation sich aus der Adresse des ersten PhoneNumber-Objekts ergibt, und die Methode hashMap.get() sucht den Eintrag in einem ganz anderen Bucket, dessen Identifikation sich aus der Adresse des zweiten PhoneNumber-Objekts ergibt.  Dort ist der Eintrag aber nicht zu finden.  Es wäre Zufall, wenn unter diesen Umständen überhaupt noch Einträge gefunden würden.

Man sieht an diesem Beispiel, dass die Verletzung der Forderung "Gleiche Objekte müssen gleiche Hash-Codes haben" dazu führt, dass die hash-basierten Container nicht funktionieren. Die Konsistenz zwischen hashCode() und equals() ist von fundamentaler Bedeutung für das Arbeiten mit hash-basierten Containern in Java. Wichtig für das Funktionieren der hash-basierten Container sind dabei die ersten beiden Anforderungen ("gleicher Hash-Code bei wiederholten Aufrufen" und "gleiche Hash-Codes für gleiche Objekte"). Die dritte Anforderung ist eigentlich keine Forderung, sondern lediglich ein Hinweis, dass die Performance besser ist, wenn die berechneten Hash-Codes für verschiedene Objekte nach Möglichkeit verschieden sind.

# Hash-Codes und Persistenz

Die erste Anforderung des hashCode-Contracts enthält den Zusatz, dass die Hash-Codes bei verschiedenen Programmläufen durchaus verschieden sein dürfen.  Diese Aussage erklärt sich durch die Tatsache, dass die Default-Implementierung von hashCode() in Object typischerweise auf den Adressen der Objekte basiert.  Die Adressen können natürlich bei jedem Programmlauf anders sein.  Nebeneffekt dieser Tatsache ist, dass zumindest die Default-Implementierung von hashCode() nicht für Persistenz taugt.

Man könnte ja auf die Idee kommen, eine HashMap wie unser Telefonbuch aus dem obigen Beispiel persistent zu machen, indem man die Einträge in eine Datenbank schreibt oder sonstwie serialisiert und speichert.  Dabei würden die Hash-Codes aus einem Programmlauf für die persistente  Speicherung verwendet und beim nächsten Programmlauf wieder eingelesen.  Die eingelesenen Hash-Codes sind aber unbrauchbar, weil für das gleiche Objekt diesmal ein ganz anderer Hash-Code berechnet wird.

Wenn man Hash-Codes persistent machen will, dann muss man die hashCode()-Methode entsprechend implementieren, nämlich so, dass tatsächlich immer für gleiche Objekte der gleiche Hash-Code berechnet wird.  Die Default-Implementierung leistet dies nicht, und es ist auch von anderen Implementierungen der hashCode()-Methode nicht verlangt.  Das heißt insbesondere, dass man das auch nicht von der hashCode()-Implementierung anderer Klassen erwarten darf.

# Hash-Codes und Objekt-Referenzen

Selbst wenn man alle oben geschilderten Probleme vermieden hat und hashCode() korrekt implementiert hat, gibt es immer noch Überraschungen und Fehlerquellen, die mit der Referenz-Semantik in Java zu tun haben.  In Java enthalten alle Container des JDK, inklusiver der hash-basierten Container, grundsätzlich Referenzen auf Objekte und niemals Kopien der "enthaltenen" Objekte. Infolgedessen erfolgt der Zugriff auf Elemente, die in einem hash-basierten Container abgelegt sind, immer über Referenzen.  Wenn diese Referenzen verwendet werden, um das referenzierte Objekt zu modifizieren, dann ist es wahrscheinlich, dass der hash-basierte Container zerstört wird.  Hier ist ein Beispiel:

 AbstractSet mySet = new HashSet();

 ... do something with the set ...

 if (!mySet.isEmpty()) {   
   Iterator iter = mySet.iterator();   
   while (iter.hasNext()) {   
     Point element = (Point)iter.next();   
     element.setLocation(0,0);   
   }   
 }

In einem HashSet sind Point-Objekte abgelegt, oder genauer gesagt, Referenzen auf Point-Objekte.  Die hasNext()-Methode des Iterators liefert sukzessive Referenzen auf alle enthaltenen Objekte. Diese Referenzen werden in dem Beispielcode verwendet, um die modifizierende Methode setLocation()  der Klasse Point zu rufen, die den Inhalt des Point-Objekts verändert.  Mit dem Inhalt des Objekts ändert sich aber auch der Hash-Code des Objekts und eigentlich müsste das veränderte Point-Objekt in einem anderen Bucket abgelegt sein. Das ist aber nicht der Fall; das betreffende Point-Objekt bleibt, wo es ist, und befindet sich nach der Modifikation im falschen Bucket. Damit ist der ganze Container zerstört.  Das kann sich darin äußern, dass das veränderte Point-Objekt weder im Container gefunden noch aus dem Container entfernt werden kann.  Es können sich aber auch andere unerwünschte Effekte ergeben; das Verhalten von Operationen auf einem zerstörten Container ist generell undefiniert.

Die Ursache des Problems liegt in der Referenz-Semantik von Java. Der Benutzer bekommt über die Referenzen Schreib-Zugriff auf die Objekte im Container und kann die dort abgelegten Objekte an Ort und Stelle verändern.  Jede Veränderung der Objekte, die das Ergebnis von hashCode()beeinflusst, zerstört aber den Container, weil das Objekt nach der Veränderung eigentlich in einem anderen Bucket abgelegt sein müsste.  Das ist ein generelles Problem bei allen Containern, deren Organisation in irgendeiner Form auf dem Inhalt der gespeicherten Objekten beruht und bei denen Schreib-Zugriff auf die gespeicherten Objekte möglich ist. In diese Kategorie fallen alle hash-basierten, aber auch alle baum-basierten Container in Java.  Schützen kann man sich vor dieser Falle nur durch Programmierdisziplin, indem man es unterlässt, enthaltene Objekte an Ort und Stelle im Container zu ändern.  Man muss statt dessen das alte Objekte aus dem Container entfernen und das neue "modifizierte" Objekt in den Container einfügen.

# Implementierung von hashCode()

Worauf muss man nun achten, wenn man hashCode() implementiert?  Wichtig sind die beiden folgenden Aspekte:

* Konsistenz zu equals(). Gleiche Objekte müssen gleiche Hash-Codes haben, sonst ist das Arbeiten mit hash-basierten Containern nicht möglich, wie wir am Beispiel gesehen haben.
* Performanz. Die Hash-Code-Berechnung sollte so sein, dass die Zugriffe auf hash-basierte Container möglichst effizient sind. Das heißt zum einen, dass die Hash-Code-Berechnung selbst schnell und einfach sein muss. Zum anderen heißt es aber auch, dass die berechneten Hash-Code gleichmäßig verteilt sein sollten, damit wir einen Container mit vielen kleinen Buckets (statt wenigen großen Buckets) bekommen. Es sollen also möglichst viele verschiedene Hash-Codes auf möglichst effizientem Wege bei der Berechnung herauskommen.

## Konsistenz zwischen hashCode() und equals()

Wie stellt man sicher, dass hashCode() und equals() konsistent zueinander sind? Man muss dafür sorgen, dass in die Berechnung des Hash-Codes nur die Informationen eingehen, die auch für die Implementierung von equals() berücksichtigt werden.

In obigem Beispiel der Klasse PhoneNumber mit überschriebenem equals() und geerbtem hashCode() ist dies verletzt. Die geerbte Default-.Implementierung von hashCode() basiert auf der Adresse des Objekts. Die Adresse spielt aber für die Implementierung des überschriebenen equals() keine Rolle, da ein korrektes equals() die Felder des Objekts vergleicht und sich für die Adresse des Objekts überhaupt nicht interessiert. Unter diesen Umständen ist es nicht gewährleistet, dass gleiche Objekte gleiche Hash-Codes haben.

Normalerweise wird man also all die Felder in die Hash-Code-Berechnung einbeziehen, die in equals() miteinander verglichen werden und man wird in hashCode() alles ignorieren, was in equals() nicht vorkommt.

Das heißt zum Beispiel, dass man die Adresse nicht zur Hash-Code-Berechnung heranziehen darf, wenn die Adresse nicht zur Gleichheit beiträgt.  Es heißt aber auch, dass man transiente Felder nicht für die Hash-Code-Berechnung berücksichtigen darf.  Transiente Felder tragen zum logischen Inhalt eines Objekts nichts bei und werden deshalb in Implementierungen von equals() ignoriert (siehe /KRE/).  Aus diesem Grunde müssen sie auch für die Implementierung von hashCode() ignoriert werden.

Das bedeutet aber nicht, dass alle Informationen, die in equals() berücksichtigt werden, auch in hashCode() berücksichtigt werden müssen.  Man kann einen Teil der Information, also beispielsweise einen Teil der Felder, für die Hash-Code-Berechnung ignorieren. Das führt zwar dazu, dass ungleiche Objekte gleiche Hash-Codes haben, aber das ist nach der dritten Regel im hashCode-Contract ausdrücklich erlaubt, und manchmal ist es auch durchaus sinnvoll in Hinblick auf die Performanz.

## Performanz von hashCode()

Der Zugriff auf Elemente im einem hash-basierten Container geschieht über eine rasche Identifikation des Bucket mittels Index (= Hash-Code) gefolgt von der relativ langsamen sequentiellen Suche innerhalb des hoffentlich kleinen Bucket. Der Vorteil der hash-basierten Container ist daher der schnelle Zugriff auf den Bucket mittels Index (= Hash-Code).  Wenn nun die Berechnung des Hash-Codes ausgesprochen lange dauert, dann ist der Performance-Gewinn durch den schnellen Zugriff per Hash-Code im Handumdrehen zunichte gemacht.  Deshalb sollten HashCode-Berechnungen möglichst effizient sein.

Die einfachste und schnellste Lösung wäre es, gar keine Berechnungen anzustellen und für alle Objekte immer denselben Integer-Wert zurück zu liefern. Das ist durchaus erlaubt und führt dazu, dass alle Objekte im selben Bucket landen. Dieser Bucket wird riesengroß sein und die sequentielle Suche darin wird reichlich lange dauern. Unter diesen Randbedingungen macht der hash-basierte Container keinen Sinn mehr; da kann man gleich eine verkettete Liste verwenden.

Die Hash-Code-Berechnung soll also nicht nur schnell sein, sondern auch zu einem Container mit vielen kleinen Buckets führen. Ziel ist eine möglichst performante Implementierung, die eine möglichst gleichmäßige Verteilung der berechneten Hash-Codes im Interval der möglichen Integer-Werte von -2147483648 bis 2147483647 erreicht.

Nun haben wir oben gesagt, dass man wegen der Konsistenz mit equals() alle Felder in die Hash-Code-Berechnung einbeziehen soll, die in equals() miteinander verglichen werden.  Das ist auch durchaus praktikabel, solange das Objekt nicht allzu viele Felder hat.

Wenn eine Klasse z. B. aber ein größeres Array von Objekten enthält, dann werden zwar alle Array-Elemente zur  Bestimmung der Gleichheit mittels equals()  beitragen, aber für eine Implementierung von hashCode() wäre die Berücksichtigung sämtlicher Array-Elemente zu aufwendig.  Daher würde man bei einem großen Array vielleicht nur jedes n-te Element in der Hash-Code-Berechnung berücksichtigen.

Analog kann man auch Felder weglassen, die sowieso bei den meisten Objekten den gleichen Werten haben werden.  Solche Felder tragen nichts Relevantes zur Produktion unterschiedlicher Hash-Codes bei, erhöhen aber den Aufwand für die Hash-Code-Berechnung, wenn sie berücksichtigt werden.

Man muss auch nicht unbedingt in Klassenhierarchien auf jedem Level jeweils eine neue Version von hashCode() implementieren, um die Subklassen-.spezifischen Felder zu berücksichtigen. Wenn die Superklasse eine korrekte Implementierung von hashCode() zur Verfügung stellt, dann kann man es u.U. dabei belassen.

Bevor man also zur eigentlichen Berechnung des Hash-Codes ansetzt, muss man zunächst (für die Konsistenz mit equals()) die Felder identifizieren, die potentiell in die Berechnung eingehen können; das sind genau die Felder, die in equals() miteinander verglichen werden. Aus diesen Feldern wählt man dann diejenigen aus, die man berücksichtigen oder eben ignorieren will, damit eine Lösung entsteht, die einerseits eine vernünftige Verteilung der Hash-Codes erreicht, aber anderseits auch hinreichend effizient ist.

# Anleitung zur Implementierung von hashCode()

Wenn man alle Felder identifiziert hat, die zur Berechnung des Hash-Codes beitragen sollen, wie stellt man dann die Hash-Code-Berechnung an? Die nachfolgend vorgeschlagene Lösung ist keine optimale Implementierung.  Zur Berechnung von Hash-Codes gibt es reichlich Information in Fachbüchern.  Was wir hier vorstellen wollen, ist ein Rezept für den Hausgebrauch. Wenn man sich daran hält, erzielt man voraussichtlich ein brauchbares, aber nicht notwendig optimales Ergebnis.

Die Idee besteht darin, dass man jedem Feld, dass berücksichtigt werden soll, einen Integer-Wert zuordnet und dann all diese Integer-Werte aufaddiert, wobei man noch einen geeigneten Multiplikator verwendet. Man berechnet also nach folgender Formel:

hashcode N = hashcode N-1 \* multiplikator + feldwert N

## Anfangswert und Multiplikator

Man beginnt mit einem Anfangswert für den Hash-Code (in der Formel: hashcode0). Der Anfangswert ist typischerweise von 0 verschieden ist. In unserem Beispiel (siehe unten) wählen wir 17 als Anfangswert, das ist aber rein willkürlich. Dazu wählt man sich einen Multiplikator.  Der Multiplikator ist typischerweise eine nicht zu große Primzahl, in unserem Beispiel 59. Dann geht die Implementierung von hashCode() wie folgt los:

public int hashCode() {   
    int hc = 17;   
    int hashMultiplier = 59;   
    ...   
    return hc;   
}

## Feldwert

Jedem für die Berechnung relevanten Feld des Objekts muss ein Integer-Wert zugeordnet werden.  Der zugeordnete Wert hängt vom Typ des Objekts ab.  Tabelle 1 zeigt eine Übersicht.

|  |  |
| --- | --- |
| Typ | zugeordnete Integer-Werte |
| Boolean | (field ? 0 : 1) |
| byte, char, short, int | (int) field |
| long | (int)(field>>>32) und (int)(field & 0xFFFFFFFF) |
| float | ((x==0.0F)?0:Float.floatToIntBits(field)) |
| double | ((x==0.0)?0L:Double.doubleToLongBits(field)) und anschliessende Behandlung wie bei long |
| Referenz | ((field==null)?0:field.hashCode()) |

Hier ein paar Erläuterungen zur Umrechnung in Integer-Werte.§ Felder vom Typ Boolean werden einfach auf 0 oder 1 umgewertet.

* Kleinere integrale Typen (byte, char, short, int) werden so verwendet, wie sie sind.
* Größere integrale Typen, also long, werden in zwei Integers zerlegt.  Man kann sie auch zu einem einzigen Integer vereinen, z.B. durch ein bitweises exclusive-OR: (int)(field^(field>>>32)).
* Gleitkomma-Typen werden in ihre jeweiligen Bitlayouts verwandelt. Im Fall von double kommt ein long heraus, den man dann wie für long beschrieben zerlegt. Die Abfrage auf 0.0 ist notwendig, weil 0.0 und -0.0 gleich sind, wenn man sie in equals() per ==-Operator vergleicht. Die korrespondierenden Bit-Layouts von 0.0 und -0.0 sind aber verschieden. Deshalb wird der Fall gesondert behandelt.
* Für Felder, die Referenzen auf Objekte sind, ruft man die hashCode()-Methode des referenzierten Objekts. Die Abfrage auf null ist notwendig, damit hashCode() keine NullPointerException wirft.

## Sonderfälle

Bei der Implementierung von equals() haben wir Klassen mit inkorrekter Implementierung von equals() gesondert behandeln müssen.  Unser Beispiel war die Klasse StringBuffer, die die equals()-Methode nicht überschreibt.  Immer wenn Felder vom Typ StringBuffer miteinander verglichen werden müssen, haben wir die StringBuffer in String-Objekte umgewandelt und dann die String-Objekte per String.equals() miteinander verglichen.   
Für die Implementierung von hashCode() müssen wir analog vorgehen, damit die Konsistenz zwischen hashCode() und equals()  gewährleistet ist.  Einem StringBuffer-Feld wird daher nicht field.hashCode() zugeordnet, sondern  field.toString().hashCode().   
Derartige Sonderbehandlungen für all diejenige Felder notwendig, wo sie auch in equals() nötig waren.

## Arrays

Arrays werden gesondert behandelt. Bei größeren Arrays wird man wahrscheinlich nur eine Auswahl der Array-Elemente berücksichtigen wollen.  Die einzelnen Array-Elemente behandelt man dann ihrem jeweiligen Type entsprechend wie oben beschrieben.  Hier ist ein Beispiel, in dem nur die Array-Elemente berücksichtigt werden, deren Index eine Zweierpotenz ist:

class MyClass {   
  private Object arrayField[];

  public int hashCode() {   
    int hc = 17;   
    int hashMultiplier = 59;   
    ...   
    hc = hc \* hashMultiplier + arrayField.length();   
    for (int i=0; i<arrayField.length(); i<<=1) {   
       hc = hc \* hashMultiplier + arrayField.hashCode();   
    }   
    ...   
    return hc;   
  }   
}

## Superklassenanteile

Die Berücksichtigung von geerbten Feldern delegiert man an die Superklasse.  Das heißt, man ruft super.hashCode().

public int hashCode() {   
    ...   
    hc = hc \* hashMultiplier + super.hashCode();   
    ...   
    return hc;   
}

Das darf man allerdings nur tun, wenn die Superklasse nicht Object ist, weil ja sonst die Adresse des Objekts berücksichtigt würde, und das führt dann zu den schon geschilderten Problemen.  So ähnlich wie bei equals(), wird man zwischen direkten und indirekten Subklassen von Object unterscheiden.  In den indirekten Subklassen wird man super.hashCode()rufen, während man es in den direkten Subklassen nicht tun wird.

# hashCode() in Klassenhierarchien

Im letzten Artikel haben wir ausführlich diskutiert, ob man in Klassenhierarchien den Vergleich zwischen Super- und Subklassen-Objekten zulassen sollte.  Das Ergebnis war im wesentlichen die Erkenntnis, dass man ihn i.a. nicht zulassen wird;  dann ist man auf der sicheren Seite.  Und wenn man den ihn doch zulassen will, dann sollte er als final-Methode in der Superklasse definiert sein.

Die Entscheidung, die man diesbezüglich für equals() getroffen hat, hat Auswirkungen auf die Implementierung von hashCode(). Wenn die equals()-Methode final ist, dann sollte auch die hashCode()-Methode final sein.  Denn sonst könnte hashCode()überschrieben werden. Wenn die überschreibende Version von hashCode() Subklassen-spezifische Felder berücksichtigt, dann ist die Konsistenz zu equals() verletzt: zwei Subklassenobjekte könnten dann gleich sein, weil nur Ihre Superklassenanteile miteinander verglichen werden, aber sie hätten verschiedene Hash-Codes, da Subklassen-spezifische Information in die Hash-Code-Berechnung eingeht

Ähnliche Gefahren lauern, wenn der Super-Subklassen-Vergleich erlaubt ist, ohne dass equals() als final deklariert ist. (Davon haben wir abgeraten, aber man findet es in der Praxis.) Dann sollte hashCode() nur in der Superklasse (und dort am besten als final) definiert sein und in der Subklasse auf keinen Fall überschrieben werden. Wenn man hashCode() in der Subklasse überschreibt, dann ist wieder die Konsistenz zwischen equals() und hashCode()verloren: zwei Objekte, ein Super- und ein Subklassen-Objekt, könnten dann gleich sein, weil nur ihr Superklassenanteil verglichen wird. Wenn hashCode()aber in Super- und Subklasse in verschiedenen Versionen existiert, dann werden die Hash-Codes dieser beiden gleichen Objekte nicht unbedingt gleich sein.

# Zusammenfassung

Wir haben uns in dieser Ausgabe mit der Methode hashCode() befasst, die man auf allen Objekte in Java aufrufen kann.  Wir haben gesehen, wann man die Default-Implementierung von hashCode() überschreiben muss, nämlich immer dann wenn man dasselbe für equals() tut.  Wir haben den sogenannten hashCode-Contract angesehen, der die Anforderungen an eine Implementierung von hashCode() spezifiziert.  Wir haben die Konsequenzen bei Verletzung des hashCode-Contracts gesehen; die hash-basierten Container funktionieren dann nicht. Und schließlich haben wir die Prinzipien einer Implementierung betrachtet; wichtig für eine korrekte Implementierung ist die Konsistenz zu equals() und die Performanz der Hash-Code-Berechnung sowie die Güte der Hash-Code-Verteilung.

Wegen der engen Beziehung zwischen equals() und hashCode() an dieser Stelle nochmals die Empfehlung, equals() sorgfältig und wohl überlegt zu implementieren. equals() hat Auswirkungen auf andere Versionen von equals() in derselben Klassenhierarchie und auf die Hash-Code-Berechnung.  Und das ist noch nicht alles; in der nächsten Ausgabe dieser Kolumne werden wir unsere Betrachtungen über die Objekt-Infrastruktur fortsetzen und uns die compareTo()-Methode ansehen, die für die Benutzung der baum-basierten Container von Bedeutung ist. Auch für compareTo() gibt es eine Konsistenzanforderung in Bezug auf equals(). Dazu mehr beim nächsten Mal.
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